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Abstract: Quality of Service (QoS) of Internet routers is still challenged with 

the issue of congestion. Active Queue Management (AQM) algorithms 

aimed at improving end-to-end delay of packets by keeping the average 

queue size small. This objective is yet to be fully accomplished, especially 

for interactive services. In this paper, an AQM algorithm named Improved-

Random Early Detection (I-RED) algorithm based on the popular Random 

Early Detection (RED) is presented. I-RED deploys a combination of a 

nonlinear and a linear packet dropping functions. ns-3 simulation 

performance evaluations proved that I-RED effectively controls the average 

queue size and delay under light and heavy network traffic conditions. 

Replacing/upgrading the RED algorithm implementation in Internet routers 

(either software or hardware) requires minimal effort since only the packet 

dropping probability profile needs to be adjusted. 
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Introduction 

Essentially, in a computer network, congestion is said 

to occur when the aggregated amount of generated data 

traffic is greater than the network’s resource buffer 

capacity (Abu-Shareha (2019); Adamu et al. (2021)). 

Congestion has adverse effect on network performance 

leading to poor utilization, low throughput, large delay/jitter, 

high packet loss rate (Abdel-Jaber (2020); Adamu et al. 

(2020)). There is therefore a need to avoid congestion in 

order to have an improved Quality of Service (QoS) provided 

in network resources (Adamu et al., 2020). 

Some of the shortcomings of the traditional Drop-Tail 

queue management algorithm are: buffer overflow, long 

delay in data delivery, lock-out phenomenon, and global 

synchronization. To address these problems, Internet 

Engineering Task Force (IETF) recommends the 

implementation of Active Queue Management (AQM) 

algorithm in Internet routers (Braden et al. (1998); 

Brandauer et al. (2001)). 

AQM algorithm which differs from the traditional 

Drop-Tail queue management algorithm controls 

congestion by early detection of incipient congestion and 

sending feedback signals to end-hosts allowing them to 

reduce their rate of transmission before the router’s buffer 

overflows (Aweya et al., 2001). Adamu et al. (2021) 

noted that research on AQM congestion control algorithm 

is necessary even in the current Internet, due to the ever 

increasing number of active users. 

A lot of proposals on AQM algorithms leveraged on 

the simple, yet profound design of the famous Random 

Early Detection (RED) developed by Floyd and Jacobson 

(1993). The procedures for RED comprises of two 

sections: the computation of the average queue size (avg) 

and the decision of whether or not to accept an incoming 

packet. For the first section, avg (that is, the average 

number of packets in the buffer of the router) is estimated 

by the instantaneous queue length using an Exponential 

weighted Moving Average (EWMA) approach. For the 

second section, the avg is compared with two preset 

thresholds: the minimum threshold (denoted minTH) and 

maximum threshold (denoted maxTH). Packets will be 

enqued if the avg is below the minT H; when avg varies 

between the two thresholds, the packet will be dropped 

randomly with a linear drop function that increases from 

0 to a maximum packet dropping probability parameter 

(denoted maxP); all arriving packets are dropped if the 

avg is greater than maxTH threshold. 

To improve network performance, there is a need for 

a congestion control algorithm that stabilizes the average 
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queue size. Unlike several proposals to increase the 

performance of RED algorithm, we propose a RED-based 

AQM algorithm called Improved RED (I-RED) which 

aimed at stabilizing and keeping the average queue size small 

which will in turn reduce the end-to-end delay of packets 

needed to ensure an improved QoS of Internet routers. 

Related Works 

The Random Early Detection (RED) algorithm 

developed by Floyd and Jacobson (1993) is indeed a 

profound congestion control algorithm for routers. Four 

parameters are important in RED, they include: the minimum 

threshold (denoted minTH), the maximum threshold (denoted 

maxTH), the maximum packet dropping probability (denoted 

maxP), and the queue weight (denoted w). 

The average queue size (denoted avg) is computed 

by applying a low-pass filter with EWMA (Exponential 

weighted Moving Average) which acts to smooth out 

the burstiness of the instantaneous queue length 

according to Eq. (1): 
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where: 

q = Refers the current queue size 

avg' = Refers to the computed previous average queue size 

w =  (which varies between 0 and 1) is a preset weight 

parameter to calculate avg; and 

m =  Refers to the idle time parameter computed as 

follows: 
 

( )_ _m f time q idle time= −  (2) 

 
where, q−idle−time indicates the beginning of the queue 

idle time. 

When avg is less than minTH, then the arriving packet 

is accepted in the router’s queue. However, if avg is 

between minTH and maxTH then the packet will be dropped 

with a linear packet dropping function that rises from 0 to 

maxP. Lastly, if avg value is equal or greater than the 

maxTH, then the incoming packet will be dropped with a 

probability of 1. Hence, initial drop probability (Pb) 

function of RED is expressed as: 
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where, Pa is the final packet dropping probability and count 

is the number of packets not dropped since the last dropped . 

To address the parameter configuration issue of RED, 

Abdel-Jaber (2020) suggested an enhanced RED algorithm 

named RED-Exponential (RED−E) which does not require 

maxP in the packet dropping function (as expressed in Eq. 

(5)) when avg varies between the minTH and maxTH queue. 

RED-E was reported to achieve a reduced end-to-end delay 

especially at heavy congestion state: 
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Adamu et al. (2021) developed the SARED (Self-

Adaptive Random Early Detection) algorithm. SARED 

initiated a self-adaptive mechanism for RED algorithm such 

that when avg falls between minTH and maxTH, packets are 

dropped with a nonlinear packet dropping function for a light 

and moderate traffic load conditions. However, when the avg 

falls between minTH and maxTH, SARED changes to a linear 

mode for a high traffic load condition. At low and moderate 

traffic loads, SARED improved the throughput performance 

but at the expense of delay. 

An introduction of self-adaptation mechanism for RED 

algorithm called Flexible RED (FXRED) algorithm was 

suggested by Adamu et al. (2020). FXRED employs both 

avg and the current traffic load condition as indicators for 

congestion. When avg size falls between minTH and a 

midpoint threshold, FXRED deploys a nonlinear quadratic 

drop function for both low and moderate traffic loads in order 

to obtain an improved throughput and link utilization 

performance but at the expense of delay. Also, when avg falls 

between the mid-point threshold and maxTH, FXRED 

deploys a linear packet dropping function for high traffic load 

in order to obtain an improved delay. 

By employing a fewer number of parameters for the 

calculation of the packet dropping probability, the 

Improved Gentle RED (IGRED) algorithm proposed by 

Abdel-Jaber et al. (2019) obtained an improved average 

queue size, average queuing delay and packet loss 

probability performance. 

(EFRED) Enhancement of Fair Random Early 

Detection  algorithm developed by Abdulkareem et al. 

(2015) aimed at achieving a low packet loss and reduced 

delay performance by employing hazard rate to determine 

packet dropping function for reducing packet dropping. 

Abu-Shareha (2019) proposed the (DcRED) Delay-

Controlled Random Early Detection algorithm which is 

an improved RED algorithm in order to achieve a reduced 

delay performance. DcRED determine the dropping rate 

by computing an estimated delay parameter with RED. 
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The underlying idea of the (BRED) Balanced−RED 

algorithm proposed by Anjum and Tassiulas (1999) is 

simply to achieve a fair bandwidth utilization between 

adaptive and non-adaptive traffic flows. 

(Durresi et al., 2006) developed (LED) Load Early 

Detection algorithm prefers to compute the average traffic 

load as an indicator for congestion instead of avg (as 

common with RED algorithm). LED obtained an 

improved link utilization performance. 
Floyd, (2000) observed that RED algorithm is too 

aggressive because packets are dropped when avg 
exceeds maxTH. Therefore, the (GRED) Gentle RED 
algorithm was proposed which extended RED by another 
threshold: (2×maxTH). GRED utilizes two linear packet 
dropping functions. When avg is between minTH and 
maxTH, packets are dropped linearly from 0 to maxP. 
However, if avg lies between maxTH and 2 × maxTH, 
packets are dropped linearly from maxP to 1. GRED 
obtained an increased throughput performance than RED. 

The ModRED (Modified RED) algorithm was developed 
by Kachhad and Lathigara (2018) with the aim of achieving 
an improved throughput, goodput, packet delivery ratio and 
delay performance metrics. Depending on the incoming 
traffic, ModRED divides the packet dropping probability of 
RED algorithm into three sections and utilizes the (AIMD) 
Additive Increase Multiplicative Decrease algorithm. 

MRED was developed by Koo et al. (2001) in order to 

improve throughput and delay. MRED computes the 

packet dropping probability by using a stepwise function 

based on the link history and packet loss information 

when avg varies between the minTH and maxTH thresholds. 

The (HRED) (Half-way RED) algorithm was developed 

by Hamadneh et al. (2019) is an idea to address the parameter 

configuration problem of RED algorithm. HRED provides 

an enhancement to the packet dropping probability 

calculation and developed a nonlinear dropping probability. 

HRED obtained an improved performance in terms of link 

utilization, throughput and packet loss rate metrics. 

Ismail et al. (2014) proposed the ENRED (Enhanced 

RED) algorithm with the aim of reducing the packet loss 

rate and delay performance metrics by working on the 

computation of avg. 

Patel and Karmeshu (2019) chose to modify the 

dropping function of RED, especially when avg lies 

between minTH and maxTH in order to achieve an improved 

network performance, such that: 
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QRTRED algorithm was proposed by Jamali et al. 

(2014) to address the fixed parameter setting issue of RED. 

The minTH and maxTH of RED are dynamically configured 

by the algorithm based on one QRT metric which 

estimates network condition from occupancy of the 

router’s buffer. QRTRED achieved an improved 

performance in terms of link utilization. 

Patel (2013) developed the URED (Upper threshold 

RED) algorithm as an extension for RED. URED 

introduced a queue threshold between minTH and maxTH of 

RED algorithm and utilizes two linear packet dropping 

functions in order to achieve an improved performance in 

terms of throughput and packet loss rate metrics. 

The Smart Red(SmRED) algorithm proposed by 

Paul et al. (2016) is an enhanced RED algorithm. SmRED 

initiates another threshold, Target (Eq. 6) between minTH and 

maxTH. SmRED deploys a combination of a nonlinear 

(quadratic) and a linear packet dropping functions. SmRED 

was reported to achieve an improved end-to-end delay at 

heavy traffic and an increased link utilization at light traffic: 
 

max min
min

2

TH TH
THTarget

+
= +  (8) 

 
ExRED (Extended Double Slope Random Early 

Detection mechanism) developed by Prabhavat et al. 

(2002) aimed at providing a tolerance scheme for RED by 

introducing a 2nd order polynomial drop function when 

avg exceeds maxTH. ExRED was reported to achieve an 

increased throughput. 
Abdel-Jaber et al. (2015) developed two analytical 

models based on RED namely, RED-Exponential and 
RED-Linear which utilizes instantaneous queue length as 
the congestion detector in lieu of average queue size. 

The underlying idea of SDRED (State Dependent 
RED) algorithm proposed by Ryoo and Yang (2006) is to 
dynamically configure the maxTH and queue weight 
parameters of RED. SDRED achieved a reduction in 
queue delay and jitter. 

Su et al. (2018) proposed the Q-Learning-based RED 
(QRED) algorithm which dynamically modify maxP by 
using the Q-Learning approach. QRED was reported to 
obtain an improved throughput performance. 

MRED developed by Zhang et al. (2012) is an improved 
GRED algorithm in the sense a nonlinear quadratic packet 
drop function is used when the avg falls between the minTH 

and maxTH (instead of a linear packet drop function as used 
by GRED). MRED obtained an increased throughput and a 
reduced packet loss rate. 

Double Slope RED (DSRED) was developed Zheng 
and Atiquzzaman (2000) by in order to address the low 
throughput weakness of RED. The algorithm extended 
RED by introducing a mid-point threshold between 
minTH and maxTH and deploys a combination of two 
linear packet dropping functions. The slopes of these 
two functions are complementary and adjustable 
through a mode selector. 
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The NLRED (Nonlinear Random Early Detection) 
algorithm was developed by Zhou et al. (2006). When 
the avg is greater than minTH but less than maxTH (in 
comparison with RED), NLRED drops packet using a 
nonlinear quadratic drop function. The gentle increase 
in the packet dropping probability of NLRED is aimed 
at reducing the number of packet dropped at light 
traffic load thereby achieving an improved throughput. 

One of the important goals of AQM is to keep the 
average queue size small which will in turn positively 
impact the end-to-end delay of packets needed for 
interactive services. Despite all the highlighted proposals, 
not much has been achieved in this area. 

In this study, we propose an extension to RED 
algorithm to improve the QoS of Internet routers by 
effectively keeping the average queue size thereby 
resulting in a reduced end-to-end delay. 

The Proposed Improved RED (I-RED) Algorithm 

The proposed algorithm is named Improved-

Random Early Detection (denoted I-RED) which is 

based on the RED algorithm is shown in Fig. 1. I-RED 

modified RED’s packet dropping function by dividing 

the section between minTH and maxTH thresholds of the 

queue into two parts in order to distinguish between 

two traffic load situations namely, light and heavy. 

Similar to RED, for every packet that arrive the 

router’s queue, I-RED measures congestion by computing 

the average queue size (avg) by using Eq. (1). 

The control function for dropping packets in I-RED 

can be described as follows: 
 
(a) If avg is found to exist between 0 and minTH threshold, 

then the incoming packet will be admitted into the 
queue. That is: 

 

0bP =  (9) 

 

(b) If avg value is found to be higher than the minTH 

threshold but less than Target threshold, then the 

packet is dropped with probability: 
 

min max
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The quadratic drop function in Eq. (9) is meant to 

ensure a slow increase in the packet dropping probability 

from 0 to maxP for smaller average queue size when 

congestion is not too serious. 
 
(c) If avg is found to be higher than the Target threshold 

but less than maxTH threshold, then the incoming 

packet is dropped with probability: 

( )max 3 1 max
max 2min

b P P

TH TH

avg Target
P

 −
= + −  

− 
 (12) 

 
The linear drop function in Eq. (10) is meant to 

ensure a fast increase in the packet dropping 

probability from maxP to 1 for larger average queue 

size when congestion is very serious. 

 

(d) However, if avg value is found to be equal or greater 

than maxTH threshold, then the arriving packet will be 

forced dropped with a probability of one. That is: 
 

1bP =  (13) 

 
The pseudocode for I-RED algorithm is presented in 

Algorithm 1. 
 

Algorithm 1 I-RED Algorithm 

1: For each packet arrival into I-RED router buffer do 

2: Compute the average queue size avg according to Eq. (1) 

3: if (avg < minTH) then 

4: Packet is admitted 

5: else if (minTH ≤ avg < Target) then 

6: Compute the packet drop probability using a 

quadratic function according to Eq. (9) 

7: With the calculated probability, drop the 

arriving packet 

8: else if (Target ≤ avg < maxTH) then 

9: Compute the packet drop probability using a 

linear function according to Eq. (10) 

10: With the calculated probability, drop the 

arriving packet 

11: else if (maxTH  ≤ avg) then 

12: Arriving packet is dropped 

13: end if 

 

Simulation and Performance Analysis 

In this section, we implement I-RED algorithm in 

ns-3 simulation tool and compare its performance with 

the NLRED algorithm under two traffic load conditions 

namely, light and heavy. The network topology used to 

test both algorithms is depicted in Fig. 2. The network 

topology has the following configuration parameters: N 

connecting TCP sources, two routers (A having I-RED 

and NLRED implementations while B has Drop-Tail 

implementation), one sink. Each of the sources is 

connected to router A with a link rate of 100 Mbps and 

3 ms propagation delay time. Similarly, the destination 

node D has a capacity of 100 Mbps with 3 ms 

propagation delay time. The bottleneck link has a 

constraint of 10 Mbps with 10 ms propagation delay 

time. Packet size is set as 1000 bytes. Buffer size is set 

to 25 packets. Simulation duration is 100 sec.  
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Unless otherwise stated I-RED and NLRED 

parameters are configured to as: minTH = 3 (as 

suggested by Abdel-Jaber (2020)), Target = 8, maxTH = 

9 (as suggested by Abdel-Jaber (2020)), maxP = 0.1 (as 

suggested by Floyd and Jacobson (1993)), and Wq = 

0.002 (as suggested by Floyd and Jacobson (1993)). 

Light Traffic Load 

Figure 3 (a)-(c) presents the simulation results for I-

RED and NLRED algorithms under light traffic load 

condition (having 5 TCP connecting sources) using 

performance metrics (such as average queue size, delay 

and throughput). Using 5 TCP flows to represent light 

traffic load is consistent with those reported in            

Pan et al. (2013), Schepper et al. (2016) and         Jain 

et al. (2018). 

Figure 3 (a) illustrates the average queue size for the 

duo algorithms. It can be seen that I-RED evidently 

reduces the average queue size better than NLRED. I-

RED attains an initial peak of 6.7508 while NLRED 

attains 6.8007. However, both algorithms controls the 

burst and regulates the oscillation in the average queue 

size. I-RED attains a mean value of 2.4836 for 

instantaneous average queue size while NLRED attains 

2.5891. The reason is simple: when avg is near the Target 

value, the packet dropping probability of I-RED is higher 

than NLRED. 

The delay result for the duo algorithms is presented 

in Fig. 3 (b). It can be seen that the delay of I-RED is 

also satisfactorily lower than NLRED. I-RED attains 

0.4875 as a mean value of delay while NLRED 

obtained 0.4931. 

The throughput result is depicted in Fig. 3 (c). As 

illustrated, I-RED achieved a mean value of 9.9887 while 

NLRED obtained 9.9825. 

Analysis of the performance metrics is further shown 

in Table 1. 

Heavy Traffic Load 

Figure 4 (a)-(c) presents the simulation results for I-

RED and NLRED algorithms under heavy traffic load 

condition (having 50 TCP connecting sources) using 

performance metrics (such as average queue size, delay 

and throughput). Similarly, using 50 TCP flows to 

represent heavy traffic load is consistent with those 

reported in Pan et al. (2013), Schepper et al. (2016) and 

Jain et al., (2018). 

 Figure 4 (a) illustrates the average queue size for 

the duo algorithms. It can be seen that I-RED 

satisfactorily performed better than NLRED algorithm 

in terms of average queue size. I-RED attains an initial 

peak of 5.3879 while NLRED attains 5.7027. However, 

both algorithms controls the burst and regulates the 

oscillation in the average queue size. I-RED attains a 

mean value of 5.1351 for instantaneous average queue 

size while NLRED attains 5.4866. The reason is 

simple: when avg is near maxTH, the packet dropping 

probability of I-RED is higher than NLRED. 

The delay result for I-RED and NLRED algorithms is 

presented in Fig. 4 (b). It can be seen that the delay of I-

RED is also clearly lower than NLRED. I-RED attains 

5.3588 as a mean value of delay while RED obtained 

5.3329. 

The throughput result is depicted in Fig. 4 (c). As 

illustrated, I-RED achieved a mean value of 10.1016 

while NLRED obtained 10.1333. 

Analysis of the performance metrics is further shown 

in Table 2. 

 

 

 

Fig. 1: I-RED’s packet dropping probability 

 

 

 

Fig. 2: Network topology 

 
Table 1: Light traffic performance analysis 

 Average queue Delay Throughput 

Algorithm Size (Packets) (ms) (Mbps) 

NLRED 2.5891 0.4931 9.9825 

I-RED 2.4836 0.4875 9.9887 
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Table 2: Heavy traffic performance analysis 

 Average queue Delay Throughput 

Algorithm Size (Packets) (ms) (Mbps) 

NLRED  5.4866 5.3329 10.1333 

I-RED  5.1351 5.3588 10.1016 

 

 
(a) 

 

 
(b) 

 

 
(c) 

 

Fig. 3: Light traffic condition: Average queue size graph 

 
(a) 

 

 
(b) 

 

 

(c) 

 

Fig. 4: Heavy traffic condition: Average queue size graph 

 

Conclusion 

In this study, Improved-RED (I-RED) AQM 
algorithm is suggested as an improvement over RED 
algorithm. I-RED deploys a combination of a nonlinear 
(quadratic) with a linear packet dropping functions in 
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order to distinguish between two traffic load situations 
namely, light and heavy. Simulations conducted in ns-3 
using a small buffer size capacity shows that I-RED 
evidently performed better than NLRED in terms of 
average queue size and a comparable throughput 
performance metrics both at light and heavy traffic load 
scenarios. Going forward, we intend to implement the 
proposed I-RED algorithm in Linux kernel (which will in 
turn be embedded in a software router) and compare its 
performance with other AQM algorithms on a real network. 
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